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Sponsor programme and close down.
James Joyce: Finnegans Wake, p. 531.27

The more complex the system and the more expert the users,
the more their technical conversation sounds like the plot of a soap opera.
Steven Pinker: How the Mind Works, p. 78
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1. Introduction
1.1. New in this Version (0.8.1)

| have added Appendix A-8 which contains a full-blown, annotated example of how to
create asales order.

1.2. Disclaimer

Thistext is a preliminary, incomplete version of a book that | will publish on
programming with JCo. The complete book will have much more information. No
guaranteeis given for the technical accuracy of any information in this text. We are not
responsible for any damage resulting from the use of the presented information or
running the associated sample programs.

1.3. Whatis JCo0?

SAP's Java middleware, the SAP Java Connector (JCo) allows SAP customers and
partners to easily build SAP-enabled components and applications in Java. JCo supports
both inbound (Java calls ABAP) and outbound (ABAP calls Java) callsin desktop and
(web) server applications.

1.4. Goal and Scope of This Text

This text wants to teach you how to build client applications using JCo. Y ou are supposed
to aready know Java. Some understanding of SAP would also be helpful, but you should
be able to get by even if you do not know much about SAP yet. We will cover al relevant
aspects of client programming (where Java calls SAP). The final version of this text will
also introduce outbound (server) programming.

This text does not make the study of the JCo documentation superfluous. It is probably a
good ideato look at the Javadocs for the various classes in a separate window while you
work through this text.

To try out the accompanying sample programs, you need only* a JDK and JCo installed,
but a decent development environment (like JBuilder?) would make your life alot easier.

1.5. Organization of This Text

In order not to confuse beginners, advanced material is presented in Appendix A. The
text will tell you which chapter in this appendix will give you more in-depth information
about atopic. Appendix B isalisting of the sample programs associated with this text.

! Unless specifically stated otherwise.
2\We now offer anice proxy generator integrated into JBuilder, see Appendix A-7.
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2. SAP Remote Function Call (RFC)

Before you can start with JCo programming, you need to understand the SAP architecture
to acertain extent, particularly how you can invoke SAP functionality from the outside
(client programming) and how ABAP applications can invoke your components (server
programming).

The basis for al communication between SAP and external components (as well as for
most communication between SAP components) is the Remote Function Call (RFC)
protocol. RFC comesin three flavors.

Most client programs want to use regular, Synchronous RFC (sRFC), but SAP aso
supports Transactional RFC (tRFC) and Queued RFC (qRFC). tRFC is used mainly to
transfer ALE Intermediate Documents (IDocs). Currently, thistext covers only sRFC, but
JCo also supports tRFC and gRFC.

2.1. BAPIs and Other RFMs

ABAP Function Modules can only be called from an external client if they are marked as
RFC-enabled. R/3 contains several thousands of such RFC-enabled Function Modules
(RFMs). Amongst them are the BAPIs. BAPIs are RFMs that follow additional rules and
are defined as object type methods in SAP's Business Object Repository (BOR). Use
transaction codes BAPI and SE37 to investigate the metadata of the BAPIs and other
RFMsin SAP. If you do not have access to an SAP system, or you want to look up
interfaces in adifferent release, use the SAP Interface Repository
(http://ifr.sap.com.

An RFM can be released for customer use or not.> Most BAPIs are released RFMs, only
very new ones may be unreleased at first so that SAP and the customers can test them for
awhile before they are released in a subsequent release. On the other hand, there are
quite afew extremely useful RFMs that are not officially released for customer use.
Many of these RFMs are not documented (or only in German), which makes it harder to
figure out exactly how they work. Additionally, SAP has reserved the right to make
incompatible changes to unreleased RFMs. Using these directly in your applications
could thus result in a huge maintenance effort. Hence all access to unreleased RFMs must
be done through components in order to limit maintenance to this one component as
opposed to potentially many individual applications.

2.2. RFC-enabled Function Modules (RFMs)

RFMs can have three types of parameters, import (the client sends these to the RFM),
export (RFM sends these back to the client), and tables (bi-directional). Import and
export parameters can be simple fields (ak.a. scalars) or structures.* A structureis an
ordered set of fields.

% Actually, there are three states: not released, released within SAP, released for customer use. For people
outside of SAP, the two former categories can be subsumed under unreleased.

* Since some time SAP now also allows complex structures and tables as parameters. The BAPIs do not use
this capability, asfar as| know (nothing is ever really certain in BAPI land). JCo supports complex
parameters, but this text ignores them for now.
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A table parameter has one or more columns (fields) and contains zero or more rows.
Import and table parameters can be mandatory or optional, export parameters are always
optional. Y ou can check these attributesin SAP or even at runtime.

Some people assume that table parameters are somehow magically linked to the database
tablesin SAP. That is not the case. If you change atable that an RFM call returned,
nothing happensin SAP. A tableisredly just aform of glorified array (glorified because
we have metadata for the columns). Changesin SAP will only happen if you call an RFM
that uses a table parameter you passto it in order to update the database.

RFMs can also define ABAP exceptions. An ABAP exception isastring (e.g.
NOT_FOUND) with an associated |anguage-dependent message text. We will discuss
exception handling below.

2.3. The SAP Data Dictionary

In RFC programming, eventually we aways deal with fields. These fields can be scalar
parameters themselves or contained in a structure or table row. Most, but not al, fields
used in RFMs are based on Data Dictionary (DD) definitions. Each field inthe DD is
based on a Data Element (which in turn is based on a Domain) or a built-in DD data type.
The Domain defines the basic technical attributes (data type, length, conversion routine,
check table, etc.), whereas the Data Element contains the more semantical information
(texts and documentation).

Thereisalot of metadata available for each field in SAP. | will now introduce the most

important attributes and how they affect your applications (more details can be found in

the next section):

- Datatype, length, number of decimals. These are essential for dealing with fields
correctly and building nice user interfaces that are aware of the field attributes. JCo
makes these attributes available to the client program.

Check table: Many fields contain codes. End-users do not want to deal with them, at
least not without the associated descriptions. When you call a BAPI and display the
returned country code, the users will not be happy. They need the name of the country
instead of — or together with — the code.

If users have to enter codes, they do not want to guess; they want alist of available
codes (Helpvalues) with their descriptions.

Fixed values: Thisis similar to check tables, but the information about the codesis
stored in the Domain, not in a separate table.

Conversion exit: Many fields use conversion exitsin SAPGUI to trandlate between
the internal and external representations of data. Most BAPIs return and expect the
internal format, which makes little to no sense to your users.

Texts and documentation: SAP stores multiple texts per field and also extended
documentation in many cases. This documentation is availablein all installed
languages and therefore an easy way to provide multi-lingual capabilitiesin your
applications.

Mixed case support: Many text fieldsin SAP are uppercase only. If users exercise
carein entering datain mixed case, they will not be too happy to discover later that
everything was capitalized in SAP. Y our user interface should exploit the mixed case
attribute to indicate to the users which fields are uppercase only.
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The ARAsoft JCo Extension Library allows easy accessto all the required metadata that
JCo does not expose. The library also offers services that solve al the practical problems
associated with the metadata, including Helpvalues, conversions, text retrieval. See below
for details.

2.4. BAPI Specifics

As stated above, aBAPI isan RFM that follows additional rules (defined in the SAP
BAPI Programming Guide®) and is defined as a method of an object type in the BOR. An
example for aBAPI, as defined in the BOR, is SalesOrder.CreateFromDat1. The actual
RFM implementing this BAPI is BAPI _ SALESORDER_CREATEFROVDAT2. When
comparing the metadata shown by the BAPI Explorer (transaction code BAPI ) and those
in the Function Builder (transaction code SE37), you will notice that there can be
discrepancies like different parameter names. When writing your actual application code,
you need to use the names presented by the Function Builder. It is best to use the BAPI
Explorer just as a convenient starting point to find suitable BAPIs and then review the
actual metadata of the RFM in the Function Builder (unless you use proxies, see below).
The BOR presents certain attributes not available in the Function Builder:

- Isthe BAPI obsolete? When SAP wants to change a BAPI in away that would be
incompatible with the existing version, they create a new BAPI instead, e.g. Createl
would be the new version of Create. The old BAPI becomes obsolete. An obsolete
BAPI isguaranteed to exist and work in the release in which it is marked as obsolete
and the subsequent functional release. For example, a BAPI made obsolete in 4.0A
would still be valid in 4.5B (the maintenance release for the functional release 4.5A),
but might disappear in 4.6A.

Isthe BAPI released? Checking thisis of utmost importance. SAP sometimes creates
new BAPIswithout releasing them yet. Only released BAPIs are guaranteed to be
upward-compatible, though, so you should only use unreleased BAPIsif you have no
other choice.

Doesthe BAPI pop up SAPGUI dialogs? These BAPIs were built mainly for the
communication between SAP components, they rarely make any sensein a Java
application. SAPGUIs are difficult to pop up from aweb application running in a
browser...

If you want to use BAPIs in amore object-oriented way, you need to utilize proxy

classes. These proxies have the following advantages:

A business object type in the BOR is represented by one Java class, the BAPIs are
methods of the class.

Instead of the somewhat ugly function and parameter names in the SAP Function
Builder you use the nice names in the BOR.

Y ou can exploit additional BOR metadata. One exampleis that the BOR knows
which table parameters are import, which are export, and which are import and
export. The Function Builder has no notion of this.

® Not all BAPIsfollow all the rules, though. This can lead to alot of confusion and frustration for
developers. This texts points out some of the deviations and their consequences.
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Y ou can use an easy request/response programming model. Instead of dealing with
three parameter categories, viz. import, export, and tables, you simply have request
and response parameters.
Y ou can use the Code Completion / Code Insight / Intellis* nse features of your Java
IDE and do not have to type hard-coded function and field names like with native
JCo.
Y ou can generate proxies that optionally exclude those BAPIs that are obsolete, not
released yet, or that pop up SAPGUI dialogs.
All of these advantages do not imply that you have to use proxies. Many people
(including myself) are perfectly happy with native JCo. If on the other hand, you like the
idea of using proxies, please turn to Appendix A-7.
When using BAPIsin your applications, you must also be aware of some idiosyncrasies
(some of them were introduced briefly in the section dealing with the SAP Data
Dictionary). They are discussed in the following sections.

2.4.1. Conversions

BAPIs mostly use the internal representation of codes. One of the more famous examples
isunits of measurement: A SAPGUI user logged on in English will type PC (piece) asa
unit while the BAPIs use the internal (German) representation ST. Another exampleis
customer numbers. A customer number can contain letters, but if it consists of digits
only, itisinternally stored with leading zeroes. The user wants to neither see nor have to
enter these leading zeroes.

SAPGUI automatically performs the necessary conversions so that its users always see
the external representation. Thisis possible since for each Domain a conversion routine
(sometimes called a conversion exit) can be defined if appropriate. Thisexit iscalled
both inbound (the user enters data to be passed to the application) and outbound (the
application returns data to be displayed in SAPGUI). Data originating in the application
is converted from the internal to the external format; data entered by the user isfirst
validated and then converted from the external to the internal format.

The fact that, in SAPGUI, the conversion exits are always called automatically has been a
source of confusion for many developers who wanted to try out aBAPI in SAP's
Function Builder (transaction code SE37) in order to learn more about the BAPI's
parameters. If you run the SalesOrder.CreateFromDat2 (RFM

BAPI _SALESCORDER CREATEFROVDAT?2) BAPI inside SAP, for example, and enter
the document (sales order) type as OR (for a standard order), all works well. If, on the
other hand, you use the same code from outside of SAP, you will receive an error
message telling you that you have used an invalid code.

Thisis due to the fact that even the very technical test environment of the Function
Builder uses the conversion exits. But the BAPI itself does not invoke them. Many
developersin this situation end up hard-coding the German equivalent of OR (TA) in their
programs. That may be acceptable for a quick-and-dirty demo program, but software for
production use should avoid hard-coding constants that are subject to SAP customization.
Also, conversions are required for many other parameters, and it would definitely be
better to have a generic solution. The ARAsoft JCo Extension Library (see below)
automates the necessary conversions for you, but you can use the conversion BAPIs
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found on object type Bapi Service if you want to build your own component dealing with
conversions.

2.4.2. Helpvalues

The BAPIs return lots of codes. When you invoke Customer.GetDetail, for example, you
get back, amongst other information, the code of the country in which this customer
resides. Users do not really remember what all the codes stand for, though. They want
text (the code's description) in addition to, or even instead of, the code. Along the same
lines, when a user has to enter a code (e.g., a country code when adding a new customer),
it would be nice if we offered a drop-down combo box with all available choices
(showing the text by itself or the code and the text) instead of a plain text box where the
user has to guess the correct code.

In some cases, SAP offers suitable BAPIs to retrieve the required information.
CompanyCode.GetList and GetDetail offer alist of all company codes with associated
descriptions and detailed information for one company code, respectively.

In most cases, though, we are not that lucky. There is no Country object type, for
instance. The Helpvalues object type provides BAPIs that can help us to deal with those
entities for which there is no object type in SAP. To figure out whether thereis
Helpvalues support for a given entity, you must verify whether a check table or afixed
values list is defined for the field (DDl F_FI ELDI NFO_CET allows you to do this at
runtime, but you can also look it up in the DD when you build your application).
Unfortunately, the Helpvalues BAPIs are hard to use and, to make matters worse, they
return different resultsin different SAP releases. The BAPIs are adlso relatively slow, so it
isimperative that we make as few calls to them as possible and cache the results. To
complicate matters further, some of the entities form hierarchies. Countries, for example,
contain regions (states, provinces, Kantone, Bundeslénder). There are even multi-level
hierarchies (e.g., Sales Organizations containing Distribution Channels containing
Divisions containing Sales Offices). Y ou clearly need a component to deal with all these
issues. If you want to avoid having to build the required component, take alook at the
ARAsoft JCo Extension Library (see below) which takes care of all the necessary
processing.

2.4.3. BAPI return messages

All BAPIs are supposed to use a RETURN parameter instead of throwing ABAP
exceptions.® After each BAPI call, you should’ check the message that came back from
SAP to see whether the BAPI call was successful. You have to be very careful here,
though, since different BAPIs use different structures with different field names for the
RETURN parameter.

The ARAsoft JCo Extension Library contains a class (BapiMessagel nfo) that hides these
inconsistencies from the devel oper and also allows easy access to the documentation for a
BAPI message.

® Some BAPIs throw exceptions nevertheless (cf. the footnote above about BAPIs not following the rules).
Always check in the SAP Function Builder whether agiven BAPI has defined exceptions.
" Read: must.
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2.4.4. Currency amounts

Internally, SAP uses data type CURR to represent currency amounts. CURR is a packed
number (or Binary Coded Decimal, if you prefer) with two decimals. How are currencies
that use a different number of decimals stored? In order to be able to store large amounts
in currency fields, SAP shifts the amount so that the last digit of the valueis stored in the
second decimal position. Two Japanese Y en, for example, are stored as 0.02, which is
wrong by afactor of 100. SAP internally knows how to handle this and converts the
amounts as required before displaying them. In order to avoid that extra effort for BAPI
client programmers, SAP decided not to use datatype CURR in BAPIs. Instead, the BAPI
Programming Guide states. "All parameters and fields for currency amounts must use the
domain BAPICURR with the data element BAPICURR_D or BAPICUREXT with the
dataelement BAPICUREXT." Not all BAPIsfollow the rules, though. Always double-
check that the BAPI currency amount fields you use in your applications follow the rules.
Otherwise, you need to correct the value yourself, or et the ARAsoft JCo Extension
Library do it for you (method getCorrectAmount() of class JCoRepository).

2.4.5. Delegation

The Business Object Repository supports a concept called Delegation. Thisis used when
you subclass an object type and overwrite one or more of the BAPIsto enforce your own
businessrules. If an SAP object type is delegated to one of its subclasses, you should
aways call the RFM defined in the subclass instead of the standard SAP one.

If your company uses Delegation, or you want to sell your product to a customer who
does, you should always determine the name of the correct RFM by using some kind of
properties file or looking up the correct name dynamically using metadata access
services. In order to avoid having to build your own metadata component, you could use
the ARAsoft Java BAPI ObjectFactory that comes with the ARA soft JCo Extension
Library.
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3. JCo Overview

JCo is ahigh-performance, JNI-based middleware for SAP's Remote Function Call
(RFC) protocol. JCo allows you to build both client and server applications. JCo works
with any SAP system starting with 3.1H. JCo is available for Windows 32, Linux, and
other platforms,

JCo's ability to use connection pooling makes it an ideal choice for web server
applications that are clients of an SAP system, but you can also develop desktop
applications.

3.1. Downloading JCo

Y ou need to be an SAP customer or partner (with avalid SAPnet (OSS) userid) to
download JCo. Gotohtt p: // servi ce. sap. com connect or s and follow the
download instructions. Y ou will also find the complete list of supported platforms here.

3.2. Installing JCo
3.2.1. JCo 1.1

Make sure that you are always using the latest JCo 1.1 version, but at least 1.1.03.

The following instructions apply to Windows 32 platforms. The instructions for installing

JCo on other platforms are contained in the appropriate JCo download.

1. Create adirectory, e.g., c: \ JCo, and unzip the JCo zip file to that directory, keeping
the directory structure intact.

2. Copytheli brfc32.dll filefromyour JCo root directory to
C\WINNT\SY STEM 32 unless the version you already have there is newer than the
one supplied with JCo.

3. Makesurethat ] CO. j ar (foundinyour JCo root directory) isin the class path of
any project that wants to use JCo.

For production deployment, the following files from the JCo zip file are required:
j CO. jar
[ibrfc32.dlI
j RFC11. dI | (if youareusing JDK 1.1)
] RFC12. dI | (if you areusing Java 2)

What else do you get in the downloaded zip file?
Thedocs directory contains the Javadocs for JCo. Start with thei ndex. ht m file.
The deno directory contains some sample programs, including, but not limited to,
the samples discussed in this text.

3.2.2. JCo 2.0

JCo 2.0 isavailable with SAP Basis Release 6.20. JCo 2.0 does not support JDK 1.1
anymore, but requires Java 2 (JDK 1.2 and later). If you still need to use JDK 1.1, please
keep using JCo 1.1 (1.1.03 or later).
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The following instructions apply to Windows 32 platforms. The instructions for installing

JCo on other platforms are contained in the appropriate JCo download.

4. Create adirectory, e.g., ¢: \ JCo, and unzip the JCo zip file to that directory, keeping
the directory structure intact.

5. Copythelibrfc32.dll filefromyour JCo root directory to
C:\WINNT\SY STEM 32 unless the version you already have there is newer than the
one supplied with JCo.

6. Makesurethat sapj co. j ar (foundinyour JCo root directory) isin the class path
of any project that wants to use JCo.

For production deployment, the following files from the JCo zip file are required:
sapj co.j ar
[ibrfc32.dlI
sapjcorfc.dll

What else do you get in the downloaded zip file?
Thedocs directory contains the Javadocs for JCo. Start with thei ndex. ht m file.
The deno directory contains some sample programs, including, but not limited to,
the samples discussed in this text.
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4. Connecting to SAP

JCo supports two programming models for connecting to SAP: direct connections,
which you create and hold on to as long as you want, and connection pools, from which
you take a connection when you need it and to which you return it as soon as possible so
that others can useit. These two models can be combined in one application.

If you are building web server applications, you definitely want to use connection pool®,
but they can also be used in desktop applications.

4.1. Direct Connections

In our first sample program, Tutorial Connect1, we want to connect to SAP, display some
connection attributes, and finally disconnect. The complete code for this, as well asfor all
other sample programs, is listed in Appendix B.

4.1.1. New classes introduced

Jco? The main class of the SAP Java Connector. Offers many
useful static methods.

JCO.Client Represents a connection to SAP.

JCO.Attributes Attributes of a connection, e.g., the release of the SAP
system.

4.1.2. Import statements

Any program using JCo should contain the following import statement:

i mport com sap. mw. j co. *;

Otherwise, you have to fully qualify each JCo class and interface which is very
inconvenient.

4.1.3. Defining a connection variable

JCO. Cl i ent mConnecti on; |

A connection with SAP is handled by an object of class JCO.Client. Since the term client
means alogical partition of an SAP system (and has to be entered when you log on to
SAP, for example), thistext calls an object of class JCO.Client a connection.

8 Details about how to combine connection pools and direct connectionsin the same application are
discussed in Appendix A-1.

° SAP abbreviates the SAP Java Connector as JCo. The main class of the product is called JCO. The name
of thejar filein JCo 1.1.x isjCO.jar. Don't ask.
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4.1.4. Creating a JCO.Client object

// Change the |ogon information to your own systenl user
nConnection =
JCO.createdient("001", // SAP client

"<userid>", /] userid

MRk kKN /|l password

"EN", /'l language (null for the default |anguage)
"<host nanme>", /'l application server host nane

"00"); /'l system nunber

Y ou do not use a constructor to instantiate JCO.Client objects. Instead, you use the
createClient() method of class JCO. There are several overloaded versions of this method
to support:
Connectionsto a specific application server (asin the above example),
Connections to aload balancing server group,
Connections based on the information in ajava.util.Properties object. Thisis
especially useful in order to avoid hard-coded system/user information in the Java
code.
Several other versions are described in the Javadocs™.

4.1.5. Opening the connection

Creating the JCO.Client object does not connect to SAP, but a subsequent call to
connect() will accomplish this:

try {
mConnect i on. connect () ;

}

catch (Exception ex) {
ex. print StackTrace();
Systemexit(1);

4.1.6. Calling a function

Now we are ready to call functionsin SAP. Since we need to learn afew more things
before we can call actual application functions, in this sample program we just print out
the RFC attributes for our connection.

System out . printl n(mConnection. getAttributes());

See the Javadoc for JCO.Attributes for adiscussion of the individual properties.

191f you must use arouter string to access your SAP system, the router string is specified together with the
host name in the following format: " / H <sapr out er >/ H/ <host nanme>"
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4.1.7. Closing the connection

After we have accomplished whatever it was we wanted to do (call one BAPI or afew
hundred), eventually we want to disconnect again:

nConnect i on. di sconnect () ;

As opposed to using connection pools (see below), where you want to return the
connection to the pool as soon as possible, for direct connectionsit is not agood ideato
connect to SAP, call one function, and disconnect again for every function call. Thereis
some overhead involved in logging on to SAP and therefore we should stay connected
until we are finished or until we know that there will be no further activity for quite some
time.

4.1.8. Sample output

The output from running Tutorial Connectl should look similar to this:

DEST: <unknown>
OMN_HOST: arasoftl
PARTNER_HOST: host name
SYSTNR: 00

SYSI D: XYZ

CLI ENT: 400

USER: TGS
LANGUACGE:

| SO LANGUAGE:

OWN_CODEPAGE: 1100
OWN_CHARSET: | SC8859_1
OWN_ENCODI NG | SO 8859- 1
OWN_BYTES PER CHAR 1

PARTNER _CODEPAGE: 1100
OWN_REL: 46D
PARTNER_REL: 46B
PARTNER_TYPE: 3
KERNEL_REL: 46D
TRACE:

RFC ROLE: C
OWN_TYPE: E

CPI C_CONVI D 31905351

In case you cannot run this sample program successfully, make sure that the system and
user information has been changed to the correct values. Also check that the class path
includes the JCo directory and the sample program itself. If that still does not help, there
is some networking/configuration problem and you need to talk to your SAP Basis

administrator.
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4.2. Connection Pools

In (web) server applications, we usually use — at least to some extent — generic userids to
log on to SAP. In that case it makes sense to use connection pooling. In this chapter, we
will discuss how to use connection pools with JCo. For ageneral discussion on when and
how to use connection pools, how to separate an application into generic and specific
parts, etc., see the in-depth discussion on Connection Pooling in Appendix A-1.

A JCo connection pool isidentified by its name and is global within the Java Virtual
Machine (JVM). All connections in a pool use the same system/userid/client information.
There can be as many pools as you need, though.

In sample program Tutorial Connect2 (remember: Appendix B contains the complete
program listing), we will list the connection attributes the same way we did in
TutorialConnectl. The only differenceis that we now use connection pooling.

4.2.1. New classes introduced

JCO.Poal Represents one connection pool.
JCO.PoolManager Manages all connection pools within one JVM.

4.2.2. Selecting a pool name

static final String POOL_NAME = "Pool ";

Asfar as JCo is concerned, you can use any pool name. Just remember that a pool is
global within the VM, so different applications running in the same JVM need to follow
some naming standard to avoid unpleasant surprises.

4.2.3. Does the pool exist already?

JCO. Pool pool = JCO. get d i ent Pool Manager (). get Pool ( POOL_NAME) ;
if (pool == null) {

All pools are managed by the global JCo PoolManager object (a singleton), which we
can access via the getClientPoolManager () method of class JCO. The getPool () method
tries to access a pool with the specific pool name. nul | isreturned if no such pool exists.
If we are sure that no pool with the given name already exists when we execute our code,
then obviously we can skip the check and proceed to the pool creation immediately.

4.2.4. Creating a connection pool

O deredProperties | ogonProperties =
OrderedProperties.load("/| ogon. properties");
JCO. addd i ent Pool ( POOL_NANE, /'l pool nane
5, [/ maxi mum nunber of connections

| ogonProperties); [/ properties

To create anew connection pool, we use method addClientPool (). The maximum number
of connections specified can never be increased, so we have to choose a number large
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enough for our application. Several overloaded versions of addClientPool() allow usto
specify logon information in different ways. In this case, we have chosen to use a
Properties object, created from afile using a utility class called OrderedProperties (a
subclass of Properties, see Appendix B for the complete source code). Any other way of
creating a Properties object could have been used instead.

Thefollowingisasample| ogon. pr operti es file

jco.client.client=001
jco.client.user=userid
jco.client.passwi=****
jco.client.ashost=host nanme

jco.client.sysnr=00

Whenever we need an actual connection from the pool, we will borrow (acquire) it, make
one or more callsto SAP, and finally return (release) the connection to the pool. For a
detailed discussion of application design issues related to connection pools, refer to the
Connection Pooling discussion in Appendix A-1.

nConnecti on = JCO. get i ent (POOL_NAME) ;

The getClient() method is used to acquire a connection. JCo will either give us an
existing open connection or open a new one for us— until we reach the limit of
connections specified for the pool.

Thereis an overloaded version of getClient() with an additional parameter that is only
required for R/3 3.1 systems. See the discussion of Using Connection Pools with R/3 3.1
in Appendix A-2.

If al connectionsin the pool are in use and the pool has reached its maximum size, JCo
will wait for a certain time. If no connection has become available in the meantime, JCo
will throw an exception with the group set to

JCO. Exception. JCO ERROR RESOURCE. (See discussion of exception handling
below). The default wait period is 30 seconds. Y ou can change the value by calling the
setMaxWaitTime() method available for the PoolManager as well as for individual
JCO.Pool abjects. The new value is passed in milliseconds.

System out . pri ntl n(nConnecti on. get Attri butes());
}
catch (Exception ex) {

ex. print StackTrace();
}
finally {

JCO. rel eased i ent (mConnecti on);

}

After our getAttributes() call is complete, we release the connection with releaseClient().
We normally put thisinto af i nal | y block so that it will be executed regardless of
whether or not an exception was thrown. Not releasing connections would eventually
lead to big problems since all connections could become unavailable and no new requests
requiring a connection could be processed any more.
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In terms of our session with SAP, the session begins when we call getClient() and it ends
when we call releaseClient().

Aslong as our application is stateless — as far as SAP is concerned —we will always

rel ease the connection back to the pool as soon as we have finished with the SAP calls
connected to one activity. Not necessarily after each SAP call, though. In other words, if
you need to call multiple RFMs in a sequence, uninterrupted by user or other external
interaction, you should keep the connection™, and return it after all your calls are done.
For adiscussion of SAP state and commit handling, see Appendix A-5 on BAPIs, State,
and Commit.

Note that when you use a connection pool, you never call the connect() or disconnect()
methods of JCO.Client. The PoolManager takes care of all this as appropriate. If you are
interested in knowing how long the PoolManager keeps connections to SAP open and
how you can control that behavior, read Appendix A-3 about Dynamic Pool
Management. Appendix A-4 discusses Pool Monitoring.

! Note that the SAP Basis System (now known as the SAP Web Application Server) automatically issues a
DB commit statement at the end of each dialog step. Each RFM call is a separate dialog step.
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5. The JCo Repository

The metadata of all RFMs we want to use must be available to JCo. Thisis accomplished
by creating a JCO.Repository object. The actual metadata for the RFMs could be hard-
coded into the Repository object (usually a bad idea) or retrieved dynamically from SAP
at runtime (much better).

In sample program TutorialBapil, we create a JCo Repository connected to SAP and
execute two different BAPIs. We will have to learn how to deal with the different
parameter types.

5.1. New Classes and Interfaces Introduced

JCO.Repository Contains the runtime metadata for the RFMs.

IFunctionTemplate Contains the metadata for one RFM.

JCO.Function Represents an RFM with all its parameters.

JCO.ParameterList Contains the import or export or table parameters of a
JCO.Function.

JCO.Structure Contains a structure.

JCO.Table Contains atable.

5.2. Creating a JCo Repository

JCO. Reposi tory nRepository;
mReposi tory = new JCO. Repository("ARAsoft", mConnecti on);

We invoke the constructor for JCO.Repository with two parameters; the first oneis an
arbitrary name, the second one either a connection pool name or a JCO.Client object. In
other words: Both connection pooling and direct connections are supported. In (web)
server applications, we should always use a connection pool for the repository.

The userid used for the repository has to have sufficient authorizationsin SAP for the
metadata access to be possible. Please read the Javadoc for class JCO.Repository to find
out which specific authorizations are required. Y ou can use one special userid for the
repository access and one or more "normal” userids for the actual application.

5.3. Creating a Function Object

publ i c JCO. Function createFunction(String nanme) throws Exception {
try {
| FunctionTenpl ate ft =
nReposi t ory. get Funct i onTenpl at e( nane. t oUpper Case()) ;
if (ft == null)
return null;

return ft.getFunction();
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catch (Exception ex) {

t hrow new Exception("Problemretrieving JCO Functi on object.");

}

Creating a JCO.Function object is atwo-step process. First, we need to create a function
template (interface IFunctionTemplate). A function template contains all the metadata
(parameters and exceptions) for an RFM. JCo retrieves the metadata only once and
cachesit to optimize performance. The getFunctionTemplate() method of
JCO.Repository is used to create the template. If nul | isreturned, the RFM could not be
found in SAP.

From the template, we can now create a JCO.Function object (method getFunction()). A
function object not only has metadata, but also the actual parameters for the execution of
the RFM. The relationship between afunction template and afunction in JCo is similar to
the one between a class and an object in Java. The code shown above encapsulates the
creation of afunction object. It isagood ideato create a fresh function object for each
individual execution. Thisway, you are sure that the parameters do not contain any
leftovers from the previous call, like table rows that we should not really send (back) to
SAP.

5.4. Executing a Function

In our sample program, we want to call CompanyCode.GetList* first. The underlying
RFM iscalled BAPI _COMPANYCODE_GETLI ST. There are no import parameters. We
create the function object (using the utility method just introduced) and invoke the client
object's execute() method, passing the function object as the parameter:

JCO. Function function = null;
function = this.createFuncti on("BAPI _COVPANYCCDE GETLI ST") ;

nConnect i on. execut e(function); }

This BAPI has two export parameters. First, we want to check the return message, which
is contained in the RETURN structure export parameter. All parameters of a
JCO.Function object can be accessed through the getlmportParameter List(),
getExportParameterList(), and getTableParameterList() methods. These methods return
nul | if no parameters of the specific category exist for this function.

Within a parameter list, you access the individual parameters by their type and name. The
getSructure() method allows us to access any structure parameter in an import or export
parameter list.

12 A fairly boring BAPI, but easy to use.
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JCO Structure returnStructure =
function. get Export ParaneterList().getStructure("RETURN');

if (!

(returnStructure.getString("TYPE").equal s("")

returnStructure.getString("TYPE").equal s("S")) ) {
System out . println(returnStructure. getString("MESSAGE"));
Systemexit(1);

}

A structure consists of fields. Each field has a data type. ABAP uses different data types
than Java, so some mapping must take place. The following table shows the different data
types and the mapping between them.

ABAP Type | Description Java Data Type |JCo Type Code
b 1-byte integer int JCO.TYPE_INT1

S 2-byte integer int JCO.TYPE_INT2

I 4-byte integer int JCO.TYPE_INT

C Character String JCO.TYPE_CHAR
N Numerical Character String JCO.TYPE_NUM

P Binary Coded Decimal BigDecimal JCO.TYPE_BCD

D Date Date JCO.TYPE_DATE

T Time Date JCO.TYPE_TIME

F Float double JCO.TYPE_FLOAT
X Raw data byte[ ] JCO.TYPE_BYTE

g String (variable-length) String JCO.TYPE_STRING
y Raw data (variable-length) byte[ ] JCO.TYPE_XSTRING

The JCO.Sructure class contains type-specific getter methods, like getString() for
strings. Normally an application will use the appropriate getter method, but JCo will try
to convert the contents of the field to the data type you want, if you use a different getter
method. Obviously, this conversion can fail (for example, when a string field contains
"Willem Breuker" and you invoke getDate()). In that case, an exception will be thrown
(see discussion below).
Thefollowing table lists al type-specific getter methods. In addition, getValue() can be
used to access afield's contents generically. This method returns a Java Object.
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JCo Type Code

JCo Access Method

JCO.TYPE_INT1

int getint()

JCO.TYPE_INT2

int getint()

JCO.TYPE_INT

int getint()

JCO.TYPE_CHAR

String getString()

JCO.TYPE_NUM

String getString()

JCO.TYPE_BCD

BigDecimal getBigDecimal()

JCO.TYPE_DATE

Date getDate()

JCO.TYPE_TIME

Date getTime()

JCO.TYPE_FLOAT

double getDouble()

JCO.TYPE_BYTE

byte[ ] getByteArray()

JCO.TYPE_STRING

String getString()

JCO.TYPE_XSTRING

byte[ ] getByteArray()

In most cases, dealing with these data types is not a big problem.*® Y ou need to be aware
of some peculiarities of the ABAP data types for date and time, though.
SAP has two distinct data types to deal with date/time information:

ABAP datatype T is a 6-byte string with format HHMMSS.

ABAP datatype D is an 8-byte string with format YYYYMMDD.
Both data types are used in RFMs, including the BAPIs. If aBAPI dealswith a
timestamp, two fields, one of type D and one of type T, will be used.
Java, on the other hand, uses one class, Date to represent both date and time information.
Thus a timestamp can be represented in one variable.
JCo automatically converts between the ABAP and Java data types. Fields of ABAP data
types D and T are represented as Java Date objects, leaving the unused portion of the
Date object at its default value. It is up to the Java devel oper to know (looking it up in
SAP at design time or using a metadata server at runtime) whether a given field holds an
SAP date or time value and act accordingly.
The ABAP typesD and T are somewhat lenient about what kind of values they allow.
While there are no dates 00000000 or 99999999 in the real world, ABAP accepts these
values for type D fields. And some BAPIs return these values. Making them illegal in
JCo in order to conform to Java's more stringent requirements for Date objects would
have prevented devel opers from using BAPIs that use strange dates. Here are the details
of how JCo deals with these special values. Y ou can assign "00000000" and "99999999"
(or "0000-00-00" and "9999-99-99", if you prefer the 1SO format) to a JCO.Field object
using the setSring() method. The getString() method will return "0000-00-00" or "9999-
99-99", respectively. The getDate() method will return null for *00000000" (thereis no
suitable date that Java would support) and 9999-12-31 for “99999999".
A similar issue exists for time fields, "240000" islegal in ABAP, but not in Java.
JCo deals with thisin the following manner:

13 But remember the discussion above about BAPIs that do not follow the rules for currency amounts.

Copyright © 2001-2002 ARAsoft GmbH (http://www.arasoft.de). All rights reserved. 20
Version 0.8.1



The setValue() method now allows the strings "240000" as well as "24:00:00" for
fieldsof ABAPtypeT.

The getString() method for type T fields will return this value as "24:00:00".

The getDate() method will return a Date object with the time set to 23:59:59 instead,
since Java will not accept 24:00:00.

5.5. Accessing a Table

If the BAPI call was successful, we now want to output the table of all company codes.
First, we retrieve the table, accessing the table parameter list (getTableParameterList()),
and within the list, the concrete table (getTable()). The JCO.Table class has all the
methods available for JCO.Structure and additional ones for navigation in the table. A
table can have many rows but also no row at all.

JCO. Tabl e codes = null;

codes =
functi on. get Tabl ePar anet er Li st () . get Tabl e(" COMVPANYCODE LI ST") ;
for (int i = 0; i < codes.getNunRows(); i++) {

codes. set Row(i ) ;
System out . println(codes.getString("COW_CODE") + '"\t' +
codes. get Stri ng(" COVP_NAME") ) ;

}

In the code above, we navigate by using the setRow() method to change the current row
pointer to each row in the table in succession. Method getNumRows() tells us how many
rowsthere arein total. Alternatively, we can use the nextRow() method. (The JCO.Table
class also has the methods previousRow(), firstRow(), and lastRow().) Here is the code
rewritten to use nextRow() instead of setRow():

JCO. Tabl e codes = null;

codes =
functi on. get Tabl ePar anet er Li st (). get Tabl e(" COVPANYCODE_LI ST") ;
for (int i = 0; i < codes.getNunRows(); i++, codes. next Row()) {

System out . println(codes.getString("COW_CODE") + '"\t' +
codes. get Stri ng(" COVP_NAME") ) ;

}

Methods nextRow() and previousRow() return a boolean value indicating whether there
was anext or previous row to navigate to. Otherwise, the row pointer remains unchanged.
Note that in a JCO.Table the row pointer (accessible via getRow()) always points to an
actual row —aslong asthereis at least one row. Thereis no before-the-first-row or after-
the-last-row status.

We access the fields within atable row in exactly the same way that we used to access
fields within a structure. A structureis basically a special case of atable that has exactly
one row.
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5.6. Setting a Scalar Import Parameter

Next we want to call the CompanyCode.GetDetail BAPI for each company code (RFM
BAPI _ COMPANYCODE_GETDETAI L). This requires setting the scalar import
COVPANYCCDEI D parameter. To access the import parameter list, we use
getlmportParameterList(). The value of the scalar parameter is set using the setValue()
method, passing the value as the first, and the name as the second argument. Some people
find this parameter sequence counter-intuitive, but that is how it worksin JCo! Many
overloaded version of setValue() exist in JCo, in order to support all the data types
discussed above. Again, JCo will do its best to convert any value you pass to the data
type appropriate for the field, and an exception is thrown if the conversion fails.

The setValue() method is also available for JCO.Sructure and JCO.Table (and
JCO.Field, see below) so that you can set the values of structure fields and fieldsin a
table row.

codes. firstRow);
for (int i = 0; i < codes.getNunRows(); i++, codes.nextRow()) {
function = this.createFunction("BAPI _COVPANYCODE CETDETAI L") ;
function. getl nport ParaneterList().
set Val ue(codes. get Stri ng("COVMP_CODE"), "COVPANYCODEI D');
mConnect i on. execut e(functi on);
JCO Structure returnStructure =
function. get Export Paranet erLi st (). get Structure("RETURN') ;
if (! (returnStructure.getString("TYPE").equals("") ||
returnStructure.getString("TYPE"). equal s("S") ||
returnStructure. getString("TYPE").equal s("W)) ) {
System out. println(returnStructure.getString("MESSAGE")) ;
}
JCO Structure detail =
functi on. get Export Paramet erLi st ().
get Struct ur e(" COVPANYCODE_DETAI L") ;

System out.println(detail.getString("COW_CODE") + '\t' +
detail.getString("COUNTRY") + "\t' +
detail.getString("ClITY"));

}

We invoke firstRow() before the loop since after the previous loop the row pointer for the
table was at the last row. Note that in our BAPI error handling here, we accept not only
empty string or "S" (success), but a'so "W" (warning) in our error handling. Thisis done
since this particular BAPI sometimes issues awarning that address data (in structure
parameter COMPANYCODE ADDRESS) has not been maintained. We are not interested in
this parameter in this sample program, anyway, therefore we can ignore thiswarning. In a
production program, your error handling must be more elaborate and check for the
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particular warning number. For a sample program, the code is good enough. Otherwise,
the code should not contain anything unfamiliar.
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6. Table Manipulation

We can access table fields, we can navigate through atable, but obviously in many
applications we have to add rows or sometimes delete them. JCo has methods that allow
usto do all this. Sample program Tutorial Bapi2 demonstrates some of the features.
Normally, we add table rows for table parameters that are sent to SAP (like adding line
items for a sales order), but a complete example for that would take too much code. So
instead, we play around with the table returned from CompanyCode.GetList.

codes. set Row( 2) ;

codes. del et eRowW) ;

codes. del et eRow 5) ;

codes. appendRow() ;

codes. set Val ue(" XXXX", " COWP_CCDE");

codes. set Val ue( " Does not exist", "COWP_NAME");
codes. appendRows( 2) ;

codes. set Val ue( " YYYY", "COW_CODE");

codes. set Val ue( " Does not exist either", "COW_NAME");
codes. next Row() ;

codes. set Val ue("zzzz", "COVW_CODE");

codes. set Val ue("Nor does this", "COVW_NAMVE");

Method deleteRow() called with no parameter deletes the current row; when you specify
arow number, the appropriate row will be deleted. Method appendRow() adds arow at
the end of the table. Y ou can pass an integer argument when you want multiple rows
appended at the same time. This yields better performance than adding rows individually.
Method insertRow(int) (not used in our program) allows you to insert arow anywherein
the table. Method deleteAllRows() deletes all rows of atable.

The following table summarizes the JCO.Table methods (that are not also available for a
JCO.Sructure) we have discussed:

JCO.Table Method Description

int getNumRows() Returns the number of rows.

void setRow(int pos) Sets the current row pointer.

int getRow() Returns the current row pointer.

void firstRow() Moves to the first row.

void lastRow() Moves to the last row.

boolean nextRow() Moves to the next row.

boolean previousRow() Moves to the previous row.

void appendRow() Adds one row at the end of the table.

void appendRow(int num_rows) Adds multiple rows at the end of the table.
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void deleteAllRows()

Deletes all table rows.

void deleteRow()

Deletes the current row.

void deleteRow(int pos)

Deletes the specified row.

void insertRow(int pos)

Inserts a row at the specified position.

When you run the sample program, you will see error messages for the last three
company codes since they — probably — do not exist in your SAP system.
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/. Using Class JCO.Field

Structures contain fields, table rows contain fields, scalar parameters are fields. We have
seen above how the appropriate classes all support methods for accessing and changing
the contents of afield. Since there is all thiscommonality between the fieldsin the
various contexts, JCo offers the class JCO.Field as a generic way to deal with afield. The
classes JCO.Sructure, JCO.Table, and JCO.ParameterList all have a getField() method
to get hold of afield. Class JCO.Field itself offers al the getter and setter methods that
we have discussed above. This abstraction can be pretty useful, when you want to build
generic methods to deal with fields, regardless of where they originate.

A JCO.Field has metadata, including its name (method getName()), description (method
getDescription()), data type (method getType()), length (method getLength()), and.
number of decimals (method getDecimal &()).

In addition, afield can have extended metadata (accessed though method
getExtendedFieldMetaData()) that allows for advanced features when programming real
applications.

8. Making Parameters Inactive

We have pretty much covered the basics of parameter handling. Y ou know how to access
structure, table and scalar parameters. Y ou have heard of class JCO.Field. Thereisone
additional tip that | want to give you, though, in order to allow you to further optimize
performance (JCo is pretty fast anyway).

Many BAPIs have alarge number of parameters, not all of which are awaysneeded in a
concrete application. Thereis no way to prevent a parameter from being returned from
SAP, but you can avoid having it passed through to the Java layer by JCo. Simply declare
the parameter asinactive, as shown below. Thisis particularly effective for large tables
returned from SAP (in our exampleit isonly asmall structure, but every little bit helps).

function. get Export Par anmet er Li st ().
set Acti ve(fal se, "COVMPANYCODE ADDRESS");
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9. Exception Handling

9.1. New Classes Introduced

JCO.Exception The basic exception class.
JCO.ConversionException  Subclass for conversion errors.
JCO.AbapException Subclass for exceptions thrown in the RFM.

9.2. How to Handle Exceptions

The most important thing first:

JCo throws exceptions that subclass RuntimeException. Just in case you forgot the
implications, let me remind you that runtime exceptions do not have to be caught or
specified in the method signature. This may be convenient, but it is also dangerous. |
personally believein local error handling, because then my program still knows the
context in which the error occurred. So | recommend that you awaysuset r y/cat ch in
your code even if the compiler does not complain if you don't.

JCo has only three exception types. JCO.Exception has two subclasses that you can catch
separately if you want to. JCO.Exception has a getGroup() method that allows you to
differentiate between different types of errors. See the Javadoc for the class for alist of
all groups.

JCO.ConversionException is thrown whenever you call a getter or setter method that
requires conversion and that conversion fails (Using getDate() on the name of a
wonderful composer, for example, see above.)

JCO.AbapException occurs when the ABAP code invoked by you throws an exception.
The BAPIs are not supposed to do this, but not all BAPIs follow the rules. The rule does
not apply to non-BAPI RFMs, though, so we have to know how to deal with this
contingency anyway. Let us assume that we just used the very useful RFM

DDI F_FI ELDI NFO_GET in order to retrieve some structure or table metadata. This
RFM will throw exception NOT_FOUND if we have passed an invalid name. The
following code shows you how you could differentiate between different types of errors:

catch (JCO AbapException ex) {

i f (ex.getKey().equalslgnoreCase("NOT_FOUND')) {
System out. println("Dictionary structure/table not found.");
Systemexit(1);

}

el se {
System out . printl n(ex. get Message());
Systemexit(1);

}
catch (JCO Exception ex) {
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ex. print St ackTrace();
Systemexit(1);

}

catch (Exception ex) {
ex. print St ackTrace();
System exit(1);

}

There arethree cat ch clauses:

In the first one, we use method getKey() in order to access the exception string

returned from SAP. If it is NOT_FOUND, we print a custom text; for any other

exception, we use getMessage() to generate an appropriate text. This alowsusto
differentiate between ABAP exceptions that we want to handle in a specific way, and
all the other ones that we want to handle generically. Remember that al possible
exception strings are defined in SAP, so you can know them beforehand.

The second cat ch dealswith any other JCo-related problem. This would cover

conversion exceptions (since we have no separate cat ch for them) and any other

exception that occurred in JCo.

Thethird cat ch handles any other exception that might have happened in our code.
ThIS isjust an example to introduce you to the possibilities. Depending on the
requirements in your own code, you will have to adjust the exception handling
accordingly.

10.Synchronization

In order to optimize performance, JCo itself synchronizes access only to JCO.Pool and
JCO.Repository objects. Everything else is not synchronized. In a multi-threaded
environment, you have to be careful when sharing objects (like JCO.Table objects)
between different threads. JCO.Client objects acquired from a pool in one thread should
never be used in adifferent thread. Also note that multiple concurrent SAP invocations
for the same direct connection are not possible.

11.Debugging

When debugging an application, it is often advantageous to be able to quickly check the
parameters being passed to and from SAP. JCo offers method writeHTML() to create an
HTML file based on an object of type JCO.Function, JCO.ParameterList, JCO.Sructure,
or JCO.Table. For atable, by default, only the first 100 rows (and the last row) of atable
are included, which saves space (and prevents the browser from aborting due to avery
large HTML file). If you want more rows to be written out, you can set the global
property, j co. ht m . t abl e_nmax_r ows to control the maximum number of rows put
into the HTML file. Here is some sample code:
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JCO. Function function =
mReposi t ory. get Functi onTenpl at e(" BAPI _COVPANYCODE_GETLI ST") .
get Functi on() ;
nConnecti on. execut e( functi on);
JCO. Tabl e codes =
function. get Tabl ePar anet er Li st () . get Tabl e(" COMVPANYCODE LI ST") ;
String ol dvaxRows = JCO. get Property("jco. htnl .tabl e _max_rows");
"99999");
codes. writeHTM.("c:\\ COMPANYCODE LI ST. html ") ;
ol dMaxRows) ;

JCO. set Property("jco. htm . tabl e_max_rows",

JCO. set Property("jco. htm .tabl e _max_rows",

Our code is polite enough to store the old value for the property before changing it. Then,
after the call to writeHTML (), we restore the old value so that other users are not affected
more than necessary (remember: the property is global within the Java Virtual Machine!).
Figure 1 shows a screen shot of the beginning of the generated HTML page.

\ Figure 1: A Table Parameter Displayed inan HTML Page

; C:ACOMPANYCODE_LIST html - Microzoft Internet Explorer provided by SAP Americas

J Fil=  Edit Wiew Favortez  Toolz  Help ‘
L S | @ G 3 | B L/
Back Fanxard Stop  Refresh  Home Search Favortes  History kd ail Print Edit
| Adress [£ CACOMPANYCODE_LIST i =] @G0 || Links >
Table: BAPI0002_1 No. of Rows: 152 Row-length: 29 (chars) 29 (bytes) —
Index: 1 2
Name: COMP_CODE COMP_NAME
Type: CHAR CHAR.
Size: 4 25
Offset: 0 4
Decimals: 0 0
1 "0001" "SAP AG
2 "1000" "IDES AG 1000
3 "2000" "TDES LK
4 "2100" "IDES Portugal" |
|@ Dore |_|_|_§‘ My Computer A
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12.Further Information

For more details, study the JCo Javadocs, sign up for SAP's BIT526/CA926 training
class, or ask us about custom JCo workshops. If you want to know something about
ARAsoft's exciting extension to JCo (the ARAsoft JCo Extension Library), read
Appendix A-6, and if you want atrial copy of the software discussed there, send me an
email.

13.Contact Information

Y ou can contact the author via
tgs@rasoft. de
t homas. schuessl er @ap. com
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A Appendix A: In-depth Discussions

A-1 Connection Pooling

Pools are critical for the performance of web server applications, but they can also be
used in desktop applications. There are two benefits associated with using connection
pools:
- You avoid the overhead of logging on to SAP, because once the logon has happened ,
the connection stays open and can be reused.
Y ou limit the maximum number of connections used concurrently, thus preventing
the use of too many SAP resources. Be careful, though, not to create a performance
bottleneck in your own application, by making the maximum number of connections
too small and thus creating wait situations for your users. Y our SAP system must be
configured so that it can accommodate the extraload created by your application.
This means that the number of SAP application servers and the configuration of your
SAP gateway services have to be adjusted accordingly.
The fact that, within apool, all connections use the same userid in the same SAP client in
the same SAP system, has serious implications. To receive the maximum benefit from
pooling, we would have to use only one userid for our complete application. Since SAP
authorizations are linked to the userids, thisis only applicable in some scenarios (usually
applications where no update takes place in SAP and no security-relevant datais
accessed).
Let uslook first at a scenario where it does work: We want to build an Internet
application that anybody on the Internet should be able to use. Users do not explicitly log
on, they may not even know that there is an SAP system behind this application. Our
application will connect to SAP on behalf of our users, and one generic userid will suffice
since all our users will be given the same capabilities. In this scenario, pooling works
beautifully. We limit the number of concurrent connections with SAP, thus also limiting
the maximum performance impact our application can have on SAP.
A counter-example would be an employee self-service application where every employee
has a separate SAP userid and has to identify himself in our application. In this kind of
scenario, we would use a pool only for the JCO.Repository and other not security-critical
read-only data access, but would employ direct connections for the specific application-
related access of SAP whereit isimportant to use the correct userid.
In many scenarios, we can combine the two approaches. Use a generic userid for basic
read-only operations which require no special authorization level (like browsing our
productsin an Internet sales application). Since we know that there will be multiple
concurrent users utilizing this part of our application, we will use a connection pool. For
the more critical parts of our application, we will use specific userids (after asking the
user to enter userid and password). Most likely there will only be one concurrent session
per userid, so connection pooling does not make alot of sense here.
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A-2 Using Connection Pools with R/3 3.1

When we reuse an open connection in a pool, we do not know (at least in aweb server
scenario) who used the connection before. Some SAP functions maintain state. In order
to isolate applications from one another, JCo calls the reset function in R/3 starting with
release 4.0. Thisreset is performed automatically by JCo whenever a connection is
returned to the pool. But R/3 3.1 does not have the reset function.

So when we run against a 3.1 system, we either have to reuse the existing connection
with its state (if any) or disconnect and reconnect again, which is more costly in terms of
performance. JCo offers a variant of the getClient() method with a boolean parameter that
allows you to specify whether you want reset (disconnect/reconnect for a 3.1 system) or
not. The getClient() method that does not have any parameters will not
disconnect/reconnect. This should only be used if you are absolutely certain that no
application using this pool ever calls any function in SAP that maintains state. Otherwise
aways passt r ue to the getClient() method!

A-3 Dynamic Pool Management

The size of a pool should normally be large enough to accommodate periods of peek
activity in our application. Does that mean that a connection, once opened, stays open
forever? No, JCo will close connections that have not been used in awhile. This happens
only to connections that no-one has acquired via getClient(), though! Y ou do not have to
worry that JCo closes a connection before you have released it back to the pool. JCo will
close an idle, non-acquired connection in a pool after the connection timeout period
(getConnectionTimeout()) has expired. The default value for thisis 600,000 ms (10
minutes). You can use method setConnectionTimeout() to assign a new value.

How often does JCo check pooled connection for the connection timeout period? Y ou
can control that, too. The default is that JCo checks its pooled connections every 60,000
ms (1 minute). Use getTimeoutCheckPeriod() to retrieve the value and
setTimeoutCheckPeriod() to change it. Normally, the defaults for both these values
should suffice, though.
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A-4 Pool Monitoring

In order to monitor the activities in a pool, an application can register a
JCO.PoolChangedListener using the addPool ChangedListener() method of
JCO.PoolManager. The listener can use the following methods available for a JCO.Pool
object to find out information useful for tracing and tuning purposes.

JCO.Pool Monitoring Methods | Description

Returns the maximum size of the pool (as specified at

int getMaxPoolSize() pool creation time).

Returns the maximum number of open connections

int getMaxUsed() ever reached.

int getCurrentPoolSize() Returns the current number of open connections.

Returns the current number of connections acquired

int getNumUsed() by the application clients (via getClient()).

Returns a byte array with the state of each object in
the connection pool described in one byte. See the
Javadoc for class JCO for a list of the individual state
bits.

byte[ ] getStates()

A-5 BAPIs, State, and Commit

Most RFMs, including most BAPIs, are stateless. SAP does not remember anything
between calls in the same session (connection). As stated before, with a connection pool,
we should release the connection back to the pool as soon as we are finished with one
uninterrupted activity in our application —if all the RFMswe invoke are stateless.

On the other hand, most updating BAPIs require an additional external commit call to
actually cause any change on the SAP database to happen. This allows us to combine
multiple update BAPI calls' into one Logical Unit of Work (LUW). The commit call
must happen in the same SAP session in which we called the update BAPI(s) (viaacall
to Bapi Service. TransactionCommit, RFM name BAPI _ TRANSACTI ON_COWM T). In
other words: whenever you deal with stateful BAPIs you need to hold on to your
connection until you have reached the end of your LUW.

A-6 The ARAsoft JCo Extension Library

JCo isawonderful product and allows you to build applications easily. But there are

some issues with BAPI programming that JCo does not know about.
BAPIs use lots of codes. When we listed detail information for each company codein
one of our example programs, for example, we got a country code, but not the name
of the country. There are hundreds of caseslike this. What if we need alist of all
country codes and names for a GUI? SAP allows you to get the required information,
but it is very cumbersome, release-dependent, and slow. There should be a
component that takes care of this.

14 This requires that all involved BAPIs follow the rules regarding commit handling specified in the SAP
BAPI Programming Guide. Not all BAPIs do this. Please check the documentation of each BAPI.
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BAPIsrequire the internal format of those fields that have associated conversion
routines in SAPGUI. The client program must deal with the necessary conversions,
since most BAPIswill not. Again, this can be done, but an application program
should not have to know these things.
Different BAPIs use different structures for return messages. Field names have
changed. A generic way of dealing with return messages is required.
Not all BAPIsfollow the rules regarding currency amounts. As aresult, sometimes
you may get invalid amounts without noticing it. There needs to be a generic solution
to this.
Thereislots of useful metadata (like texts to build multilingual GUISs) in SAP. It
should be easy to access it, and the metadata should be cached to avoid performance
problemsin SAP.
Fields and error messages have extensive documentation in SAP. An application
should be able to access the documentation without much effort.

Solving all these issues and some more is the purpose of our library. Let me show you

some sample code that demonstrates some of the features.

Here is an example of how we access the name of a country easily.

JCO Fi el d countryCode = detail.getField("COUNTRY") ;
String countryName = nmRepository. getDescri pti onFor Val ue( countryCode);

Here we see generalized error message handling and documentation access.

Bapi Messagel nf o bapi Message = new Bapi Messagel nfo(returnStructure);
/1 Warni ng FNO21 can be ignored in our case
if (! bapi Message.
i sBapi Ret ur nCodeCkay(fal se, false, null, "FN0O21") ) {
System out . pri ntl| n( bapi Message. get For mat t edMessage() ) ;
Systemout.println("--- Docunentation for error nessage: ---");
/1 One line of code retrieves the docunentati on.
String[] docunentation =
nmReposi t ory. get MessageDocunent at i on( bapi Message) ;
for (int j = 0; j < docunentation.length; j++) {

System out . printl n(docunentation[j]);

}

Y ou want the documentation for afield in SAP?

JCO Function function =

mReposi tory. creat eFuncti on(" BAPI _CUSTOVER GETDETAI L2") ;
JCO Field custField =

function. getl nport Paranet erList().getField("CUSTOVERNO') ;
/1l One line of code retrieves the docunentation.

String[] docunentation = nRepository.getFiel dDocunmentation(custField);
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Y ou want to automatically convert a value so that the BAPI will understand it?

JCO Function function =
nmReposi tory. creat eFuncti on(" BAPI _CUSTOVER _GETDETAI L2") ;
JCO Field custField =
function. getl nport ParaneterList().getField("CUSTOVERNC') ;
cust Fi el d. set Val ue( cust omer Code) ; /'l entered by the user
/1 This BAPI needs the internal format, so we convert.
/1 But we do not have to know whet her conversion
/1 would really be necessary, the nmethod will always work.
String cust Code = nmRepository. getlnternal Val ue(cust Fi el d);

cust Fi el d. set Val ue( cust Code) ;

Y ou want a collection of al Helpvaluesfor afield?

JCO Function function =
nmReposi tory. creat eFuncti on(" BAPI _CUSTOVER _GETDETAI L2") ;
JCO Structure custDetail =
function. get Export Paranet er Li st (). get St ruct ur e(" CUSTOVERADDRESS") ;
JCO Field countryField = custDetail.getField("COUNTRY");
CenericCol | ecti on hel pVal ues = nRepository. get Hel pval ues(countryFi el d);

Y ou want the correct amount from a BAPI that breaks the rules?

| Met aData nd = nmReposi tory. get St ruct ureDefinition("BAPI SDSTAT") ;
JCO Structure s = new JCO. Structure(nd);

JCO. Field f = s.getField("NET_VALUE");

f.setVal ue("1234.56"); /1 simul ate sone data

Bi gDeci mal bd = nmRepository. get Correct Amount (f, "JPY");

How is all this possible? ARAsoft has spent years developing the ARA soft Java BAPI
ObjectFactory that encapsulates all the generic functionality required for BAPI
programming that we could think of. The big step forward then was to make all this
available even more easily by creating a subclass of JCO.Repository so that Java
programmers could access the functionality in very little code and with very little extra
training. Interested? Please contact us...
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A-7 The ARAsoft JCo Proxy Generator

Thisis part of the latest version of the ARAsoft JCo Extension Library. Y ou can generate
proxies for BAPIs and other RFMs. The BAPI proxies fully exploit object-orientation
and the additional metadata available in the SAP Business Object Repository. All proxies
allow you full accessto the features of JCO.Table, JCO.Structure, and JCO.Field, so you
still benefit from your JCo knowledge. On the other hand, you do not need to type
function and field names anymore. The generated proxy classes are fully typed and
therefore support Code Insight for BAPIs, key fields, parameters, and fields. Also, you do
not need to worry about import, export, and table parameters anymore. The proxies just
expose two types of parameters, request and response.
Optionally, you can have the Proxy Generator include Javadoc comments for

BOR object type documentation

BAPI documentation

Field documentation
This can be useful if you want to review the documentation inside your Java IDE.
The Proxy Generator can optionally exclude BAPIs that are obsolete, not released, or that
use SAPGUI dialogs. This makesit easier to avoid those BAPIs in your applications.
If you use JBuilder, you can use the Proxy Generator Wizard, which is fully integrated
with JBuilder.
Currently, the minimum SAP release for which the Proxy Generator works, is4.0A, but if
there is enough interest, we will also support 3.1.
L et me show you some client code utilizing the proxies:

JCO. Cdient nConnecti on;
JCoRepository nRepository;
JCoCont ext cont ext;
mConnect i on. connect () ;
nReposi tory = new JCoReposi t ory(nConnecti on);
cont ext = new JCoCont ext (mConnecti on, nmRepository);
SAPConpanyCode conpanyCode = new SAPConpanyCode( cont ext);
// W& do not want to set request paraneters
SAPConpanyCode. CGet Li st Response responseCetLi st =
conmpanyCode. getLi st (nul ) ;
SAPConpanyCode. CGet Li st Response. ConpanyCodelLi st codes =
responseCet Li st . get ConmpanyCodelLi st () ;
for (int i = 0; i < codes.getNunmRows(); i++, codes.nextRow()) {
conpanyCode. get KeyFi el ds() . get ConpanyCodel d() .
set Val ue(codes. get COWP_CODE() ) ;
SAPConpanyCode. Get Det ai | Response responseGetDetail =
conmpanyCode. get Detai | () ;
SAPConpanyCode. Get Det ai | Response. ConpanycodeDet ai |
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detail = responseGet Detail.get ConpanycodeDetail ();

JCO. Fi el d countryCode = detail.getJCoFi el ds().get COUNTRY() ;

String countryName =
nReposi t ory. get Descri pti onFor Val ue( count r yCode) ;

System out . println(detail.get COWP_CODE() + '\t' +
countryCode. getString() + " (" +
count r yNanme
+ ")+ "\t o+
detail.getCITY());

}

If you like this better than native code, please send me an email!
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A-8

Creating a Sales Order

In this appendix | will walk you through a complete program that creates a sales order in
SAP with as few fields populated as possible, discussing afew important issues along the
way. The program should actually work for any IDES client, but | obviously cannot
guarantee that.

We are using proxies here since the code should be easier to enter and also understand
thisway.

i mport
i mport
i mport
i mport

/**

*

*

*/

package de. arasoft. denp.j co;

com sap. nw. j co. *;
de. arasoft.sap.jco.*;
de. arasoft.sap.interfacing.*;

sap. gener at ed. *;

* Sanpl e program usi ng the BAPI proxies

* to create a sal es order.

* http://ww. arasoft. de

* tgs@rasoft. de

* Copyright (c) 2002 ARAsoft GrbH

* @ut hor Thomas G Schuessl er, ARAsoft GrbH

* @ersion 1.0

public class DenpSal esOrder extends Object {

JCO. dient nConnecti on;

[l This is the ARAsoft extension of JCO Repository
JCoReposi tory mRepository;

Class JCoContext has two major functions:

It hides the differences of using direct connections or pools from the rest of the
application.
It helps you to manage state in SAP (see below).

| JCoCont ext cont ext ;
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publ i c DenpSal esOrder () {
try {
/1 Change the | ogon information to your own systeniuser
nConnection =
JCO. created i ent (

"001", Il SAP client

"<userid>", [l userid

PRk xRN /| password

"EN", /'l 1 anguage

"<host nane>", /'l application server host nane
"00"); /] system nunber

nConnecti on. connect () ;

We are using our subclass of SAP's JCO.Repository (JCoRepository) here since it
provides very useful methods that we will need later.

nReposi tory = new JCoRepository(nConnecti on);

/'l JCoContext can be created via a direct connection (JCO Client)
/1 or a pool.

cont ext = new JCoCont ext (nConnecti on, nRepository);

If we need to maintain state in SAP because we want to make multiple calls in the same
session, the behavior for direct connections and pools must be very different. Class
JCoContext hides all the differences, we just need to tell the object that from now on we
want to be stateful.

/] Start an SAP transaction so that we could, if we wanted, commt

/1 multiple updates

[/ in one SAP transaction. Al so guarantees that if we use a connection
/1l pool, we call

[/ commit in the sane SAP session (connection) in which we called

/1 the update BAPI.

context.start SapTransaction();

/1 Instantiate the BAPI proxy class
SAPSal esOrder sal esOrder = new SAPSal esOrder (cont ext);

/1 Create the request container
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SAPSal esOr der . Cr eat eFr onDat 1Request request =
sal esOrder. get Request s() . cr eat eCr eat eFr onDat 1Request () ;

/1 Mbst BAPIs doi ng DB updates do not ever commit thensel ves.
/1 This BAPI allows us to choose. In this sanple, we want to
/1 control the transaction oursel ves.

request. get Wt hout Conmi t (). set Val ue("X");

/1 Set sone sal es order header fields
SAPSal esOr der . Cr eat eFr onDat 1Request . Or der Header I n or der Header =
request . get Or der Header I n() ;
or der Header . set SALES ORG " 3000") ;
or der Header . set DI STR_CHAN( " 10") ;
or der Header . set DI VI SI ON( " 00") ;

We need an order type. In a GUI-driven program, we would first offer the user alist of
available codes and associated descriptions. Thisis how we would get the data:

/1 GenericCol | ection hv =
/'l nReposi tory. get Hel pval ues(or der Header . get JCoFi el ds() . get DOC_TYPE() ) ;

For now we hard-code an English code, and then convert to the internal format:

/1l The order type uses different codes in different |anguages.
/1 Assumi ng that the

/1 user enters the value (in English in this sanple progran),
/'l we need to convert.

String userEnteredOrder Type = "OR';

/1 Conversion: Alternative 1
or der Header . set DOC_TYPE( user Ent er edOr der Type) ;
or der Header . set DOC_TYPE(
mReposi tory. get | nt er nal Val ue(
or der Header . get JCoFi el ds() . get DOC_TYPE())) ;

/1 Conversion: Alternative 2

/1 String internal O der Type =

/'l nReposi tory. get Hel pval ues(or der Header . get JCoFi el ds() . get DOC_TYPE()) .
/'l getExternalltem user Ent eredOr der Type) . get | nt er nal Code() ;

/1 or der Header . set DOC_TYPE(i nt er nal Or der Type) ;
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or der Header . set PURCH _NO(" Pur chase Order 1");

/'l Specify the sold-to custoner
SAPSal esOr der . Cr eat eFronDat 1Request . Order Part ners orderPartners =
request. get Order Part ners();

or der Part ners. appendRow( ) ;

If the user needs choice here, we would do another Helpvalues call to retrieve alist of
legal codes and descriptions. We have seen that and conversion before, so thistime we
hard-code the internal code.

/1 Could al so be converted fromthe code in a different |anguage, |ike
/!l we did for the order type.
order Part ners. set PARTN_ROLE("AG') ;

But hard-coding customer numbers would be strange, so here we assume user input and
convert it to the internal format.

// The custoner nunber nust be converted into the internal format
requi red by the BAPI.

String user Ent er edCust onmer Nunber = "30001";
order Part ners. set PARTN_NUMB( user Ent er edCust onmer Nunber) ;
or der Part ners. set PARTN_NUMB(

mReposi tory. get | nt er nal Val ue(

order Part ners. get JCoFi el ds() . get PARTN_NUMB())) ;

Material numbers need to be converted, too:

/]l Add two materials; convert the material nunbers.

SAPSal esOr der . Cr eat eFronDat 1Request . Orderltensin orderltens =
request . get Orderltensln();

orderltens. appendRow) ;

orderltens. set MATERI AL(" M 08") ;

orderltens. set MATERI AL (
mReposi tory. get | nt er nal Val ue(
orderltens. get JCoFi el ds() . get MATERI AL()));

Really strange. The only way to know thisisto read the field description in SAP.

/1l 1diosyncrasy of the BAPI: expects three inplicit decimals
orderltens. set REQ QTY("1000"); // Really: 1.000
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orderltens. appendRow) ;
orderltens. set MATERI AL( " DCC- 12") ;
orderltens. set MATERI AL (
mReposi tory. get | nt er nal Val ue(
orderltemns. get JCoFi el ds() . get MATERI AL()));

/1 1diosyncrasy of the BAPI: expects three inplicit decimals
orderltens. set REQ QTY("15000"); // Really: 15.000

/] Call the BAPI
SAPSal esOr der . Cr eat eFr onDat 1Response response =
sal esOrder. creat eFronmDat 1(request);

[/l Check the return code nessage
Bapi Messagel nfo returnMessage =
new Bapi Messagel nf o(response. get Return().getJCoStructure());
if (! returnMessage. i sBapi ReturnCodeCkay() ) {

/[l Call rollback just in case.

We failed, so we want to roll back and possibly start again with a clean date.

cont ext . rol | backSapTransacti on();

System out. println(returnMessage. get For matt edMessage());
Systemout.println("--- Docunentation for error nessage: ---");
String[] docunentation =

mReposi t ory. get MessageDocunent at i on(r et ur nMessage) ;
for (int j = 0; j < docunentation.length; j++) {

System out . printl n(docunentation[j]);

}

} else {

/[l Call conmmit so the DB is updated.

The BAPI call succeeded. Let us commit the update!

cont ext.comm t SapTr ansacti on() ;

The sales document number of the newly created sales order is returned as the key field
of the proxy object.
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System out . println("Sal es order nunber of new sales order is: " +
System out . print | n(
"Sal es order nunmber of new sales order is: "
+ sal esOrder. get KeyFi el ds() .

get Sal esDocunent (). getString());

}

catch (Exception ex) {
ex. print StackTrace() ;
Systemexit(1);

}

finally {

Remember: you could use a connection pool in this program without changing any of the
actual application code.

System out. println("Sal es order nunber of new sales order is: " +

nConnect i on. di sconnect () ;

public static void main (String args[]) {

DenpSal esOrder app = new DenpSal esOr der () ;
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B Appendix B: Code Listings

B-1 Sample Program TutorialConnectl

i mport com sap. mw. j co. *;
| **
* @ut hor Thomas G Schuessl er, ARAsoft GrbH
* http://ww. arasoft. de
*/
public class Tutorial Connectl extends bject {
JCO. d i ent nConnecti on;
public Tutorial Connect1() {
try {
/'l Change the |logon information to your own systeni user
nConnection =
JCO. createC ient ("001", // SAP client

"<userid>", /] userid

PRk xRN /| password

nul I, /1 | anguage

"<host name>" /1 application server host nane
"00"); /] system nunber

nConnect i on. connect () ;
System out . printl n(mConnection. getAttributes());
nConnect i on. di sconnect () ;
}
catch (Exception ex) {
ex. print StackTrace();

Systemexit(1);

}
public static void main (String args[]) {

Tutori al Connectl app = new Tutori al Connect 1();
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B-2 Sample Program TutorialConnect2

i mport com sap. mw. j co. *;
| *x
* @ut hor Thomas G Schuessler, ARAsoft GrbH
* http://ww. arasoft. de
*/
public class Tutorial Connect2 extends Cbject {
static final String POOL_NAME = "Pool ";
JCO Ci ent mConnecti on;
publ i ¢ Tutorial Connect2() {

try {

JCO. Pool pool = JCO. get d i ent Pool Manager () . get Pool ( POOL_NAME) ;

if (pool == null) {
OrderedProperties | ogonProperties =
Or der edProperties. | oad("/| ogon. properties");
JCO. addd i ent Pool (POOL_NAME, // pool nane

5, [/ maxi mum nunber of connections

| ogonProperti es); /] properties
}
nConnecti on = JCO get C i ent (POOL_NAME) ;
System out . printl n(mConnection. getAttributes());
}
catch (Exception ex) {

ex. print StackTrace() ;

}
finally {

JCO. rel eased i ent (mConnecti on);
}

}
public static void main (String args[]) {

Tut ori al Connect2 app = new Tutori al Connect 2() ;
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B-3 Utility Class OrderedProperties

i mport java.util.?*;
i mport java.io.*;
public class OrderedProperties extends java.util.Properties {
ArraylLi st orderedKeys = new ArraylList();
public OrderedProperties() {
super () ;
}
public OrderedProperties(java.util.Properties defaults) {
super (defaul ts);
}
public synchronized Iterator getKeyslterator() {
return orderedKeys.iterator();
}
public static OrderedProperties |oad(String nane)
throws | CException {
Or deredProperties props = null;
java.io.lnputStreamis =
Or der edProperti es. cl ass. get Resour ceAsSt r ean( nane) ;
if (is!=null ) {
props = new O deredProperties();
props. | oad(is);
return props;
} else {
if (! name.startsWth("/") ) {
return | oad("/" + nane);
} else {

t hrow new | CException("Properties could not be |oaded.");

}
publ i ¢ synchroni zed Object put(Cbject key, Object value) {

oj ect obj = super. put (key, val ue);
or der edKeys. add( key) ;

return obj;
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public synchroni zed Object renove(Object key) {
bj ect obj = super.renove(key);
or der edKeys. renove(key) ;

return obj;
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B-4. Sample Program TutorialBapil

i mport com sap. mw. j co. *;
| *x
* @ut hor Thomas G Schuessl er, ARAsoft GrbH
* http://ww. arasoft. de
*/
public class Tutorial Bapi 1 extends bject {
JCO C i ent mConnecti on;
JCO. Reposi tory nRepository;
publ i c Tutorial Bapi 1() {
try {
[/l Change the | ogon information to your own systeniuser
nConnection =
JCO.created ient ("001", // SAP client

"<userid>", [l userid

MRk xRN /| password

nul |, /'l 1 anguage

" <host nane>", /'l application server host nane
"00"); /] system nunber

nConnecti on. connect () ;
nReposi tory = new JCO Repository("ARAsoft", mnConnecti on);
}
catch (Exception ex) {
ex. print StackTrace() ;
Systemexit(1);
}
JCO. Function function = null;
JCO. Tabl e codes = nul | ;
try {
function = this.createFunction("BAPI _COVWANYCODE GETLI ST") ;
if (function == null) {
System out . printl n(" BAPI _COVPANYCODE_GETLI ST" +
" not found in SAP.");
System exit(1);
}

nConnecti on. execut e(functi on);
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JCO Structure returnStructure =
functi on. get Export ParaneterList().getStructure("RETURN');
if (! (returnStructure.getString("TYPE").equals("") ||
returnStructure.getString("TYPE").equal s("S")) ) {
System out . println(returnStructure.getString("MESSAGE")) ;
System exit(1);

}
codes =

functi on. get Tabl ePar anet er Li st (). get Tabl e(" COVPANYCODE_LI ST") ;
for (int i = 0; i < codes.getNumRows(): i++) {

codes. set Romi ) ;
System out . printl n(codes. get Stri ng("COW_CODE") + '\t' +
codes. get Stri ng(" COVP_NAVMVE") ) ;

}
catch (Exception ex) {

ex. print StackTrace() ;
Systemexit(1);
}

try {
codes. first Row);

for (int i = 0; i < codes.getNunmRows(); i++, codes.nextRowm)) {

function = this.createFunction("BAPI _COVPANYCODE_GETDETAI L") ;
if (function == null) {

System out . printl n(" BAPI _COVPANYCODE GETDETAI L* +

" not found in SAP.");

System exit(1);
}
function. getl nport Paranet erLi st ().

set Val ue(codes. get Stri ng(" COVW_CODE"), " COVPANYCODEI D");
functi on. get Export ParaneterList().

set Acti ve(fal se, "COVPANYCODE ADDRESS');
nConnect i on. execut e(functi on);
JCO Structure returnStructure =

functi on. get Export ParaneterList().getStructure("RETURN") ;
if (! (returnStructure.getString("TYPE").equals("") ||

returnStructure.getString("TYPE"). equal s("S") ||
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returnStructure.getString("TYPE").equal s("W)) ) {
System out. println(returnStructure. getString("MESSAGE")) ;

}
JCO. Structure detail =

function. get Export Paranet erLi st ().
get Struct ur e(" COVPANYCODE_DETAI L") ;
System out.println(detail.getString("COW_CODE") + '\t' +
detail.getString("COUNTRY") + "\t' +
detail.getString("ClITY"));

}
catch (Exception ex) {
ex. print StackTrace() ;
System exit(1);
}
nmConnect i on. di sconnect () ;
}
publ i ¢ JCO. Function createFunction(String nane) throws Exception {
try {
| FunctionTenpl ate ft =
nmReposi t ory. get Functi onTenpl at e( nane. t oUpper Case()) ;
if (ft == null)
return null;
return ft.getFunction();
}
catch (Exception ex) {

t hrow new Exception("Problemretrieving JCO Function object.");

}
public static void main (String args[]) {

Tutorial Bapi 1 app = new Tutori al Bapi 1();
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B-5. Sample Program TutorialBapi2

i mport com sap. mw. j co. *;
| *x
* @ut hor Thomas G Schuessl er, ARAsoft GrbH
* http://ww. arasoft. de
*/
public class Tutorial Bapi 2 extends bject {
JCO Ci ent mConnecti on;
JCO. Reposi tory nRepository;
publ i c Tutorial Bapi 2() {
try {
// Change the |ogon information to your own systeniuser
nConnection =
JCO.created ient ("001", // SAP client

"<userid>", [l userid

PRk xRN /| password

nul |, /'l 1 anguage

" <host name>", /] application server host nane
"00"); /] system nunber

nConnecti on. connect () ;
mRepository = new JCO Repository("ARAsoft", mConnecti on);
}
catch (Exception ex) {
ex. print StackTrace() ;
Systemexit(1);
}
JCO. Function function = null;
JCO. Tabl e codes = nul | ;
try {
function = this.createFunction("BAPI _COVWANYCODE GETLI ST") ;
if (function == null) {
System out . printl n(" BAPI _COVPANYCODE_GETLI ST" +
" not found in SAP.");
System exit(1);
}

nConnecti on. execut e(functi on);
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JCO Structure returnStructure =
functi on. get Export ParaneterList().getStructure(”"RETURN');
if (! (returnStructure.getString("TYPE").equals("") ||
returnStructure.getString("TYPE").equal s("S")) ) {
System out . println(returnStructure.getString("MESSAGE")) ;
System exit(1);
}
codes =
functi on. get Tabl ePar anet er Li st (). get Tabl e(" COVPANYCODE_LI ST") ;
codes. set Row( 2) ;
codes. del et eRowW) ;
codes. del et eRowM 5) ;
codes. appendRow ) ;
codes. set Val ue( " XXXX", "COwW_CODE");
codes. set Val ue("Does not exist", "COWP_NAME");
codes. appendRows( 2) ;
codes. set Val ue(" YYYY", "COW_CODE");
codes. set Val ue( " Does not exist either", "COW_NAME");
codes. next Row() ;
codes. set Val ue("zzzz", "COW_CODE");
codes. set Val ue("Nor does this", "COW_NAME");
for (int i = 0; i < codes.getNumRows(); i++) {
codes. set Romi ) ;
System out . printl n(codes. get String("COMP_CODE") + "\t' +
codes. get Stri ng(" COVP_NAVMVE") ) ;

}
catch (Exception ex) {

ex. print StackTrace();

System exit(1);

}
try {
codes. firstRow);
for (int i = 0; i < codes.getNunmRows(); i++, codes.nextRowm)) {
function = this.createFunction("BAPI _COVPANYCODE GETDETAI L") ;
if (function == null) {
System out . printl n("BAPI _COVPANYCODE GETDETAI L" +
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" not found in SAP.");
Systemexit(1);
}
function. getl nport Paranet erLi st ().
set Val ue(codes. get Stri ng(" COVW_CODE"), " COVPANYCODEI D");
nConnect i on. execut e(functi on);
JCO Structure returnStructure =
function. get Export Paranet erLi st ().get Structure("RETURN') ;
if (! (returnStructure.getString("TYPE").equals("") ||
returnStructure.getString("TYPE").equal s("S") ||
returnStructure.getString("TYPE").equal s("W)) ) {
System out. println(returnStructure.getString("MESSAGE")) ;
}
JCO. Structure detail =
function. get Export Paranet erLi st ().
get St ruct ur e(" COMPANYCODE_DETAI L") ;
Systemout. println(detail.getString("COW_CODE") + "\t' +
detail.getString("COUNTRY") + "\t' +
detail.getString("Cl TY"));

}
catch (Exception ex) {

ex. print StackTrace();
System exit(1);
}

mConnect i on. di sconnect () ;

}
publ i ¢ JCO. Function createFunction(String nane) throws Exception {
try {
| FunctionTenpl ate ft =
nmReposi t ory. get Functi onTenpl at e( nane. t oUpper Case()) ;
if (ft == null)
return null;
return ft.getFunction();
}

catch (Exception ex) {

t hrow new Exception("Problemretrieving JCO Function object.");
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}

public static void main (String args[]) {

Tut ori al Bapi 2 app = new Tut ori al Bapi 2() ;
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B-6. Sample Program TutorialBapila

i mport com sap. mw. j co. *

i mport de. arasoft.sap.jco.*;
i mport de. arasoft.sap.interfacing.*;
| *x

* Uses the ARAsoft JCo Extension Library which adds many
BAPI

* @ut hor Thomas G Schuessl er,

* features useful for pr ogr amm ng.
ARAsof t GrbH
* http://ww. arasoft. de
*/
public class Tutorial Bapi 1a extends Object {
JCO. d i ent nConnecti on;
/1l This is the ARAsoft extension of JCO Repository
JCoRepository mRepository;
public Tutorial Bapi 1a() {
try {

/'l Change the |logon information to your own systeni user

mConnecti on =

JCO.createC ient("001", //
"<userid>", I
mxxxEn /]
nul |, [/
" <host nane>", /1

"00"); /1
nConnect i on. connect () ;
nReposi tory =

}
catch (Exception ex) {
ex. print StackTrace();

System exit(1);

}
JCO. Function function = null;
JCO. Tabl e codes = nul |
try {
function =

SAP cl i ent

userid

passwor d

| anguage

appl i cati on server host name

syst em nunber

new JCoReposi t ory(mConnecti on);

mReposi tory. creat eFunct i on(" BAPI _COMPANYCODE_GETLI ST") ;
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if (function == null) {
System out . printl n(" BAPI _COVPANYCODE_GETLI ST" +
" not found in SAP.");
System exit(1);
}
/1 Using this, the code needs not to be changed for connection pool s.
nReposi t ory. execut eSt at el ess(function);
/1 Check the BAPI return nessage
JCO. Structure returnStructure =
functi on. get Export ParanmeterList().getStructure("RETURN');
/1 Bapi Messagel nfo hides all the differences between the various
[l structures that SAP uses for the RETURN paraneter of the BAPISs.
Bapi Messagel nf o bapi Message =
new Bapi Messagel nfo(returnStructure);
if (! bapi Message. i sBapi Ret urnCodeCkay() ) {
System out . pri nt | n(bapi Message. get For mat t edMessage() ) ;
System out. println("--- Documentation for error nessage: ---");
/1l One line of code retrieves the docunentation.
String[] docunentation =
mReposi t ory. get MessageDocunent at i on( bapi Message) ;
for (int i = 0; i < docunentation.length; i++) {

System out . printl n(docunentation[i]);

}

Systemexit(1);
}
codes =

functi on. get Tabl ePar anet er Li st (). get Tabl e(" COVPANYCODE_LI ST") ;
for (int i = 0; i < codes.getNumRows(): i++) {

codes. set Romi ) ;
System out . printl n(codes. get Stri ng("COW_CODE") + '\t' +
codes. get Stri ng(" COVP_NAMVE") ) ;

}
catch (Exception ex) {

ex. print StackTrace();

System exit(1);
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try {
codes. first Row();

for (int i = 0; i < codes.getNunmRows(); i++, codes.nextRowm)) {
function =
mReposi tory. creat eFuncti on(" BAPI _COVPANYCODE GETDETAI L") ;
if (function == null) {

System out . printl n("BAPI _COVPANYCODE GETDETAI L" +
" not found in SAP.");
Systemexit(1);
}
function. getl nport Paranet erLi st ().
set Val ue(codes. get Stri ng(" COVW_CODE"), " COVPANYCODEI D");
mConnect i on. execut e(function);
[/l Check the BAPI return nessage
JCO Structure returnStructure =
functi on. get Export ParaneterList().getStructure("RETURN") ;
Bapi Messagel nf o bapi Message =
new Bapi Messagel nfo(returnStructure);
/1 Warni ng FNO21 can be ignored in our case
if (! bapi Message.
i sBapi Ret ur nCodeCkay(fal se, false, null, "FN021") ) {
System out . pri ntl| n( bapi Message. get For mat t edMessage() ) ;
System out . println
("--- Documentation for error nessage: ---");
/1l One line of code retrieves the docunentation.
String[] docunentation =
nmReposi t ory. get MessageDocunent at i on( bapi Message) ;
for (int j = 0; j < docunentation.length; j++) {

System out . println(docunentation[j]);

}
JCO. Structure detail =

functi on. get Export Paranet erLi st ().
get St ruct ur e(" COMPANYCODE_DETAI L") ;
JCO Field countryCode = detail.getField("COUNTRY");
[/ One line of code to retrieve the description text

/1 (in this case: the country nane)
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String countryNane =
nmReposi tory. get Descri pti onFor Val ue( count r yCode) ;
System out. println(detail.getString("COW_CODE") + "\t' +
countryCode.getString() + " (" +
count r yName
+ ")+ "\t o+

detail.getString("Cl TY"));

}
catch (Exception ex) {

ex. print StackTrace();
System exit(1);
}
mConnect i on. di sconnect () ;
}
public static void main (String args[]) {

Tut ori al Bapi 1a app = new Tutori al Bapi 1a();
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